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#### Abstract



This research discusses the development of robot messenger 1 movement at the ABU Indonesia 2019 robot contest using odometry. To navigate at the time of the group, the Messenger Robot 1 robot is still operated manually. The disadvantage of manual operation of the robot is that the navigation of the robot is very dependent on the operation of the operator so that the robot is not accurate. Then a system is needed for navigation so that the robot can move accurately. Using the odometry method, it can estimate the change in position relative to the starting position. The positioning of the robot uses a rotary encoder to adjust the speed of the DC motor, according to the specified setpoint and determine the direction of motion of the robot. The test results of the odometry method using rotary encoder sesnor on simple motion, namely forward motion obtained an average error at the X coordinate point of -0.58 cm and at the Y coordinate of -3.02 cm , while in reverse motion obtained an average error, namely at the $X$ coordinate point of 0.39 cm and at the Y coordinate of 3.03 cm . Based on these results it can be concluded that the robot can move literally with a fairly good level of accuracy.
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## 1. INTRODUCTION

The Universitas Ahmad Dahlan robot team made two robots, one of which is a manual robot called Messenger Robot 1 (MR1) which is allowed to navigate fully automatically or semi-automatically. The right system is needed so that the robot can navigate to the destination coordinates accurately and quickly [1]. To navigate during the competition, generally the Messenger Robot 1 robot is still operated manually. The weakness of manual robot operation is that robot navigation is very dependent on operator operation so that the robot is not accurate. So a system is needed for navigation so that the robot can move accurately.

Odometry is the use of data from movement sensors to estimate position changes relative to the initial position [2][3]. Wheeled robot positioners generally use rotary encoder sensors [4]. Rotary encoder sensors are used in motor speed regulation, according to the specified setpoint and determine the direction of robot motion [5][6]. The subject of this research is Messenger Robot 1 where the robot uses a PID controller system based on a rotary encoder sensor [7][8].

The motion system of Messenger Robot 1 uses 6 rotary encoder sensors [9][10] where four rotary encoder sensors mounted on omnidirectional wheels configured with DC Planetary Geared Motor (PG45ZY45) [11] are used to control the rotation or speed of the DC motor, while two rotary encoder sensors, mounted on the omnidirectional wheel in the middle of the robot are used to read the distance of the robot's movement according to what has been determined [20]. This robot uses the STM32F103C8T6 microcontroller as the Microcontroller Processing Unit [12].

STM32F103C8T6 will give a command to the rotary encoder sensor which functions to read the number of turns on the robot wheel in the form of a pulse signal [13]. The pulse signal will be read by converting the pulse signal unit into motor rotational speed [14][15], then sent to the STM32F103C8T6 microcontroller as a feedback value [16]. The feedback value obtained is then converted back into distance traveled [17], with a PID controller as robot navigation [18][19].

In this research, the first thing to do is to make sure the external rotary encoder sensor on the wheel can provide data that will be processed to adjust the motor rpm. After obtaining the required rpm, the next step is to set and observe the results of the PID control embedded in the robot using the trial and error method. In testing the robot motion using a predetermined setpoint and some PID tuning. Based on five PID tuning experiments, 35 output samples per 100 milliseconds were taken. Then the sample is made into an output graph that is analyzed to determine the speed characteristics of each tuning performed using the trial and error method.

## 2. METHODS

This research uses the odometry method to determine the distance traveled and uses the trial and error method to determine the PID value. Odometry method is a method of calculating the position using data from the movement of the actuator. The position calculation is carried out continuously until it reaches the destination position. In general, odometry is used to estimate the position relative to the initial position. If odometry is used on a robot, the relative position of the robot can be determined using the calculation of the number of pulses generated by the rotary encoder sensor. The number of pulses is then converted to the amount of distance in millimeters.

In PID control the robot uses the trial and error method. The trial and error method is a method used to find parameter values by trying to use certain values as parameters until the best PID control is obtained. This is because the parameters of kp , ki, and kd are not independent.

### 2.1. System Design

In the process of making Messenger Robot 1, it requires some materials and materials for research. Before testing there are parts for system design in research, can be seen in Figure 1. The system design in this research includes hardware (mechanical) design which consists of the physical part or robot body, actuator installation and rotary encoder sensor. Then the hardware design (electrical) which consists of MCU (minisystem control unit), LCD, drivers, cables and other electronic devices. Then the software (program) design includes the design of the PID control system and the robot algorithm in motion.
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Figure 1. Flowchart of robot messenger system design 1

### 2.1.1. Hardware Design and Implementation

### 2.1.1.1. Hardware Specification Design

The design of Messenger Robot 1 using the " X " frame type has four omniwheels attached to the y -axis, $\alpha 1=45^{\circ}, \alpha 2=135^{\circ}, \alpha 3=225^{\circ}, \alpha 4=315^{\circ}$. The design of Messenger Robot 1 using the "X" frame type can be seen in Figure 2.


Figure 2. Design of robot coordinates
From the design of the robot coordinates, a 3-dimensional robot design is first made in accordance with the hardware made, so as to reduce the risk when making the robot. The 3-dimensional robot design can be seen in Figure 3 and Figure 4. The overall design of the robot is shown in Figure 4.


Figure 3. Design frame of robot base


Figure 4. Overall design of the robot
Part descriptions of the components used in the robor are located in Table 1.
Table 1. Components used in the robot

| No. | Information | No. | Information |
| :---: | :---: | :---: | :---: |
| 1 | Mini System switch | 11 | Wheel Free Wheel and Rotary Encoder coordinate Y |
| 2 | Keyboard | 12 | Omniwheel 1 |
| 3 | Motor Switches | 13 | Rotary Encoder External 1 |
| 4 | LCD RX (Master) | 14 | Wheel Free Wheel and Rotary Encoder coordinate X |
| 5 | TX LCD (Slave) | 15 | Omniwheel 2 |
| 6 | Robot mini system | 16 | Rotary Encoder External 2 |
| 7 | Omniwheel 4 | 17 | Motor Driver 2 |
| 8 | Rotary Encoder External 4 | 18 | Motor Driver 3 |
| 9 | Motor Driver 4 | 19 | Rotary Encoder External 3 |
| 10 | Motor Driver 1 | 20 | Omniwheel 3 |

The rotary encoder configuration is mounted on an omni wheel with an " X " shape frame with four wheels. Installation of rotary encoders on each omni wheel has the same distance from the center of the robot. So that the angle formed between the wheel axis against the y axis or the center point of the robot, the first wheel at an angle of 450 , the second wheel at 1350 , the third wheel on the 2250 axis, and the fourth wheel on the 3150 axis. The four rotary encoders are used to adjust the speed of each motor by reading the RPM value generated by each rotary encoder. In addition to placing a rotary encoder on each motor that is used to regulate the speed of the DC motor on each omni robot wheel, a rotary encoder is also installed at the x and y points of the robot which is called a rotary free wheel. Rotary free wheel is a rotary encoder sensor that functions to calculate the x and y coordinate values of the robot's center coordinates. The results of data reading from the rotary free wheel are then used in the omni robot odometry process in the process of moving forward. The installation of the two rotary encoders on the robot body is also useful for determining the distance traveled by the robot.

### 2.1.1.2. Implementation of Hardware

The physical part of the robot used for this research uses a $2 \times 1$ stainless steel frame with a thickness of 0.8 mm which is believed to be strong enough for the manufacture of Messenger Robot 1 . An image of the physical part of the robot is located in Figure 5.


Figure 5. Physical parts of the robot

### 2.1.2. Electronic System Design of Robot

### 2.1.2.1. Schematic and Layout Design

The electronic design of the robot in this study uses two STM32F103C8T6 which are configured as slave and master. The STM32F103C8T6 slave is used to read the command button while the STM32F103C8T6

[^1]master is used as a six rotary encoder reader. The following electrical schematic can be seen in Figure 6. Then the robot electronics board looks like Figure 7.


Figure 6. Electrical schematic


Figure 7. Robot electronics board

### 2.1.2.2. Physical Implementation of the Electrical System

Part of the physical electrical system that is in accordance with the electrical system design that has been designed previously. The physical appearance of the electrical system can be seen in Figure 8.


Figure 8. Physical electrical system

### 2.2. Software Design

### 2.2.2. Flowchart of How the System Works

Flowchart of how the robot system works as shown in Figure 9. In Figure 9 after the microcontroller initializes the program, then the robot enters standby mode, namely the robot mode is ready to run after that the keypad is pressed to run the program on the robot command to carry out the mission. If the keypad is not
pressed, the robot remains in standby mode. The data that has been inputted will be processed by STM32F103 (master) to instruct the DC motor to move to rotate the omni wheel on the robot according to the predetermined RPM and then the external rotary encoder sensor reads the rotation of the free wheel until it reaches the target $(\mathrm{x}, \mathrm{y})$. If the robot cannot reach the predetermined target value ( $\mathrm{x}, \mathrm{y}$ ), the DC motor rotates to move the robot to reach the predetermined target.


Figure 9. Flowchart of program

### 2.2.3. PID Control Settings

Here is the program in the PID control setting. In Listing 1 there is an initialization for PID on each DC motor which is then fed back to the rotary encoder and processed every 100 ms .

```
// Kp, Ki, Kd,
pwm0 = pidmotor(0, setrpm1, 1.7, 0.085, 0.1, 255, 255);//Motor 1
pwm1 = pidmotor(1, setrpm2, 1.7, 0.085, 0.1, 255, 255);//Motor 2
pwm2 = pidmotor(2, setrpm3, 1.7, 0.085, 0.1, 255, 255);//Motor 3
pwm3 = pidmotor(3, setrpm4, 1.7, 0.085, 0.1, 255, 255);//Motor 4
```

Listing 1. PID settings

### 2.2.4. Robot Motion System Design

The calculation of the distance traveled by the robot is the stage when the robot has counted the number of counters on the rotary encoder. The distance conversion formula is shown in Equation (1).

$$
\begin{gather*}
\text { Around the Wheel }=\pi \times d \text { wheel } \\
\text { Pulse resolution }=\frac{\text { Around the Wheel }}{\text { Total of Patterns }} \\
\text { Mileage }=\text { Pulse resolution } \times \text { Total of Signals } \tag{1}
\end{gather*}
$$

Based on Equation (1), the basis will be implemented in the programming language. The program shown on the Listing 2 of the process of calculating the distance traveled by the robot.

[^2]```
    diameter[4] = 6; // diameter roda (cm)
    lubang[4] = 400; // jumlah pulsa dalam 1 putaran
    diameter[5] = 6; // diameter roda (cm)
    lubang[5] = 400; // jumlah pulsa dalam 1 putaran
void encoderex0() {
    if (digitalRead(pinencoderexa[0]) == HIGH && digitalRead(pinencoderexb[0])
== HIGH) {
        pos[4]++;
        pos rpm[4]++;
    } elsē {
        pos[4]--;
        pos_rpm[4]--;
    }
    hitung_jarak(4);
    panjang[4]=hitung[4]*pos[4]; // ubah ke satuan jarak tempuh (cm)
}
void encoderex1() {
    if (digitalRead(pinencoderexa[1]) == HIGH && digitalRead(pinencoderexb[1])
== HIGH) {
        pos[5]++;
        pos_rpm[5]++;
    } else {
        pos[5]--;
        pos_rpm[5]--;
    }
    hitung_jarak(5);
    panjang[5]=hitung[5]*pos[5]; // hitung panjang fix
}
void hitung_jarak(int i)
{
    keliling[i] = PI * diameter[i];
    hitung[i] = keliling[i] / lubang[i];
}
```

Listing 1. Program to calculate distance
Robot positioning is done after getting a good and stable speed on the robot. The program shown on the Listing 3 explains the positioning of the robot.

```
void odometry()
{
if(button (0)==0)
{
counter=1;
reset_stop();
lcd.clear();
lcd.setCursor(0,0);
lcd.print("START");
delay(1000);
}
if(baca odometer(5)<=-100&&counter==1)
{
lcd.clear();
set motor(0, 0, 1);
set_motor(1, 0, 1);
set_motor(2, 0, 1);
set motor(3, 0, 1);
whi\`e(1)
{
lcd.setCursor(0,3);
lcd.print(baca_odometer(4));
lcd.setCursor(8,3);
lcd.print(baca_odometer(5));
if(button(0)==0) break;
while(Serial3.available())
{
char c=Serial3.read();
if(isDigit(c)) in+=c;
if(c=='a') {rx1=in.toInt(); in="";
}
}
```

```
counter++;
reset stop();
lcd.clear();
lcd.setCursor (0,0);
lcd.print(counter);
delay(1000);
}
if(counter == 0 ) { setrpm1=0; setrpm2=0; setrpm3=0; setrpm4=0; }
if(counter == 1 ) { setrpm1=-40; setrpm2=40; setrpm3=40; setrpm4=-40; }
```

Listing 2. Robot positioning program cutout
After getting a good enough speed, the robot can determine the position coordinates with odometry. To estimate the position coordinates with respect to the initial axis, odometry is used. Rotary encoder is used as a detection of the number of turns of the wheel.

## 3. RESULT AND DISCUSSION

In this study to find out how the workings of the Robot Messenger Robot 1 Motion Development at the 2019 ABU Indonesia Robot Contest Using the Odometry Method, so various ways of testing the robot are carried out to find out the system can function properly.

### 3.1. Rotary Encoder Sensor Testing on Wheels

Testing of the rotary encoder sensor is done by reading the number of pulse signals generated from the rotation of each robot wheel. By rotating the wheels on the robot, it produces a pulse signal, so that the wheel rotation can be detected properly. For the results are shown in Table 2.

Table 2. The test results of reading the number of rotary encoder pulses

| PWM | Rotary Encoder Wheel |  |  |  | Tachometer |  |  |  | Driver Output Voltage |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | M1 | M2 | M3 | M4 | M1 | M2 | M3 | M4 | M1 | M2 | M3 | M4 |
|  | Revolution per Minutes (RPM) |  |  |  |  |  |  |  | Volt |  |  |  |
| 40 | 112 | 97 | 84 | 60 | 111 | 97 | 83 | 59 | 396 | 3.7 | 3.3 | 2.6 |
| 60 | 176 | 163 | 147 | 125 | 176 | 162 | 145 | 125 | 6.24 | 6.06 | 5.45 | 4.75 |
| 80 | 231 | 214 | 196 | 174 | 230 | 212 | 194 | 174 | 7.93 | 7.74 | 7.3 | 6.51 |
| 100 | 267 | 249 | 232 | 214 | 266 | 247 | 232 | 212 | 9.04 | 8.89 | 8.5 | 7.8 |
| 120 | 288 | 274 | 259 | 244 | 285 | 272 | 257 | 244 | 9.84 | 9.73 | 9.4 | 8.87 |
| 150 | 313 | 300 | 286 | 280 | 310 | 298 | 284 | 278 | 10.62 | 10.59 | 10.33 | 9.98 |
| 180 | 328 | 317 | 310 | 304 | 328 | 314 | 308 | 304 | 11.13 | 11.14 | 11 | 10.78 |
| 200 | 336 | 322 | 315 | 315 | 333 | 322 | 315 | 314 | 11.37 | 11.41 | 11.3 | 11.17 |
| 225 | 343 | 333 | 325 | 325 | 343 | 333 | 325 | 325 | 11.62 | 11.68 | 11.59 | 11.51 |
| 255 | 360 | 348 | 342 | 345 | 357 | 346 | 342 | 344 | 12.14 | 12.16 | 12.16 | 12.14 |

Table 2 shows the results of testing the motor speed against the given PWM value, where the motor speed has a different value between each motor, so it needs good PID control and a system that can run the motor according to the expected setpoint, so that the same speed is obtained between each motor.

### 3.2. PID Testing

PID control testing aims to obtain $\mathrm{Kp}, \mathrm{Ki}$, and Kd values that can have a fast rising time and also low oscillation. Good PID control is expected to maintain motor rotation speed without being affected by load and battery conditions. In this test, each motor is given PID control in order to maintain the motor rotational speed according to the specified setpoint. Setting Kp, Ki, Kd is done by Trial and Error method until getting stable results.

### 3.2.1. Testing Tuning Constant $\mathrm{KP}=\mathbf{2 . 7}$; $\mathrm{KI}=\mathbf{0 . 0 8 5}$; $\mathrm{KD}=\mathbf{0 . 1}$, Setpoint $=\mathbf{4 0}$

In this test using the manual trial and error method and using the target rpm value setting of 40 . In this test using a proportional constant value of 2.7 , an integral constant value of 0.085 and a derivative constant value of 0.1 . Figure 10 is a graphical form of the results of PID control tunning, and the results are shown in Table 3.

From the results in Figure 10 and Table 3 of the KP Constant Tuning test $=2.7 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$ results in poor speed responsiveness because the system has a fairly high overshoot of $15 \%$ from the set point. The oscillations that occur in motor 1 are 8 times, motor 2 are 7 times, motor 3 are 7 times and motor 4 are 7 times.
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Figure 10. Results of Tunning Constants $K P=2.7 ; K I=0.085 ; K D=0.1$
Table 3. Test Results with setpoint $=40, \mathrm{Kp}=2.7 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$

| Motor | Rise Time (tr) | Settling Time (ts) | Overshoot (\%) | Steady State Error (SSE) |
| :---: | :---: | :---: | :---: | :---: |
| 1 | 300 ms | 900 ms | $15 \%$ | $\pm 1$ |
| 2 | 300 ms | 800 ms | $15 \%$ | $\pm 1$ |
| 3 | 250 ms | 1000 ms | $15 \%$ | $\pm 1$ |
| 4 | 300 ms | 1100 ms | $12.5 \%$ | $\pm 1$ |

### 3.2.2. Testing Tuning Constants $K P=2 ; K I=0.085 ; K D=0.1$

In this test using the manual trial and error method and using a target rpm value setting of 40 . In this test using a proportional constant value of 2, an integral constant value of 0.085 and a derivative constant value of 0.1 . Figure 11 is a graphical form of the results of tuning the PID control, and the results are shown in Table 4.


Figure 11. Result of KP Constant Tunning $=2 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$
Table 4. Test results with setpoint $=40, \mathrm{KP}=2 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$

| Motor | Rise Time (tr) | Settling Time (ts) | Overshoot (\%) | Steady State Error (SSE) |
| :---: | :---: | :---: | :---: | :---: |
| 1 | 400 ms | 1300 ms | $7.5 \%$ | $\pm 1$ |
| 2 | 400 ms | 1250 ms | $10 \%$ | $\pm 1$ |
| 3 | 400 ms | 1200 ms | $10 \%$ | $\pm 1$ |
| 4 | 400 ms | 990 ms | $7.5 \%$ | $\pm 1$ |

From the results of the $\mathrm{KP}=2$ constant tuning test; KI $=0.085 ; \mathrm{KD}=0.1$ results in poor speed responsiveness because the system has a fairly high overshoot of $10 \%$ on motors 2 and 3 and $7.5 \%$ on motors 1 and 4 from the set point. The oscillations that occur on motor 1 are 5 times, motor 2 are 5 times, motor 3 are 7 times and motor 4 are 6 times.

### 3.2.3. Testing Tuning Constant $K P=1.8 ; K I=0.085 ; K D=0.1$, Setpoint $=40$

In this test using the manual trial and error method and using the target rpm value setting of 40 . In this test using a proportional constant value of 1.8 , an integral constant value of 0.085 and a derivative constant
value of 0.1 . In Figure 12 is a graphical form of the results of PID control tunning, and the results are shown in Table 5.


Figure 12. Result of Tunning Constant $\mathrm{KP}=1.8 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$
Table 5. Test results with setpoint $=40, \mathrm{KP}=1.8 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$

| Motor | Rise Time (tr) | Settling Time (ts) | Overshoot (\%) | Steady State Error (SSE) |
| :---: | :---: | :---: | :---: | :---: |
| 1 | 400 ms | 1300 ms | $7.5 \%$ | $\pm 1$ |
| 2 | 400 ms | 1190 ms | $10 \%$ | $\pm 1$ |
| 3 | 400 ms | 1200 ms | $10 \%$ | $\pm 1$ |
| 4 | 400 ms | 1100 ms | $7.5 \%$ | $\pm 1$ |

From the results of the Tuning Test the KP Constant Tuning Test $=1.8 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$ resulted in poor speed responsiveness because the system has a fairly high overshoot, namely $10 \%$ on motors 2 and 3 and $7.5 \%$ on motors 1 and 4 from the set point. The oscillations that occur in motor 1 are 5 times, motor 2 are 6 times, motor 3 are 3 times and motor 4 are 5 times.

### 3.2.4. Testing Tuning Constant $\mathrm{KP}=\mathbf{1 . 7}$; $\mathrm{KI}=\mathbf{0 . 0 8 5}$; $\mathrm{KD}=0.1$, Setpoint $=40$

In this test using the manual trial and error method and using a target rpm value setting of 40 . In this test using a proportional constant value of 1.7 , an integral constant value of 0.085 and a derivative constant value of 0.1 . Figure 13 is a graphical form of the results of tuning the PID control, and the results are shown in Table 6.


Figure 13. Result of Tunning Constant $\mathrm{KP}=1.7 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$

Table 6. Test results with setpoint $=40, \mathrm{KP}=1.7 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$

| Motor | Rise Time (tr) | Settling Time (ts) | Overshoot (\%) | Steady State Error (SSE) |
| :---: | :---: | :---: | :---: | :---: |
| 1 | 460 ms | 800 ms | $7.5 \%$ | $\pm 1$ |
| 2 | 470 ms | 700 ms. | $5 \%$ | $\pm 1$ |
| 3 | 470 ms | 860 ms. | $5 \%$ | $\pm 1$ |
| 4 | 470 ms | 770 ms. | $5 \%$ | $\pm 1$ |

From the test results of the KP Constant Tuning Test $=1.7 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$ produces good speed responsiveness because the system has a good response on motor 1 as much as $7.5 \%$ on motors 2,3 and 4 as

[^4]much as $7.5 \%$ of the set point. The oscillations that occur in motor 1 are 3 times, motor 2 are 5 times, motor 3 are 7 times and motor 4 are 4 times.

### 3.2.5. Testing Tuning Constant $K P=1.6 ; \mathrm{KI}=\mathbf{0 . 0 8 5} ; \mathrm{KD}=0.1$, Setpoint $=40$

In this test using the manual trial and error method and using the target rpm value setting of 40 . In this test using a proportional constant value of 1.6 , an integral constant value of 0.085 and a derivative constant value of 0.1. In Figure 14 is a graphical form of the results of PID control tunning, and the results are shown in Table 7.


Figure 14. Result of Tunning Constant $\mathrm{KP}=1.6 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$
Table 7. Test results with setpoint $=40, \mathrm{KP}=1.6 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$

| Motor | Rise Time (tr) | Settling Time (ts) | Overshoot (\%) | Steady State Error (SSE) |
| :---: | :---: | :---: | :---: | :---: |
| 1 | 870 ms | 900 ms | $2.5 \%$ | $\pm 1$ |
| 2 | 1370 ms | 1450 ms | $2.5 \%$ | $\pm 1$ |
| 3 | 880 ms | 1400 ms | $2.5 \%$ | $\pm 1$ |
| 4 | 1250 ms | 1900 ms | $2.5 \%$ | $\pm 1$ |

From the results of the Tuning Test the Tuning Test Constant $\mathrm{KP}=1.6 ; \mathrm{KI}=0.085 ; \mathrm{KD}=0.1$ results in poor speed responsiveness because it has a long response and does not reach the desired setpoint. the oscillations that occur in motor 1 are 6 times, motors 2, 3, 4 are 4 times.

### 3.3. Robot Motion Testing

### 3.3.1. Forward Robot Motion Testing

In forward motion testing, the robot is programmed to move straight ahead following the Y axis and can stop according to the specified target position. For the robot, markers are attached to the frame to mark the robot's navigational movements. This test uses an external rotary encoder sensor to calculate the distance traveled from the initial position to the target position, as shown in Figure 15, and the recap results of forward motion testing are shown in Table 8.


Figure 15. Illustration of Forward Robot Motion

Table 8. Recap results of forward motion testing

| No | Target coordinates (cm) |  | Actual coordinates (cm) |  | Error (cm) |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | $\mathbf{X}$ | $\mathbf{Y}$ | $\mathbf{X}$ | $\mathbf{Y}$ | $\mathbf{X}$ | $\mathbf{Y}$ |  |  |  |  |  |
| 1 | 0 | -100 | -0.33 | -103.48 | -0.33 | -3.48 |  |  |  |  |  |
| 2 | 0 | -100 | -0.05 | -100.70 | -0.05 | -0.70 |  |  |  |  |  |
| 3 | 0 | -100 | 0.19 | -102.16 | 0.19 | -2.16 |  |  |  |  |  |
| 4 | 0 | -100 | 0.94 | -101.79 | 0.94 | -1.79 |  |  |  |  |  |
| 5 | 0 | -100 | 0.145 | -101.41 | 0.145 | -1.41 |  |  |  |  |  |
| Average |  |  |  |  |  |  |  |  |  | 0.179 | -1.908 |

The average error results obtained in the forward robot motion test are quite good, namely at the X coordinate point of 0.179 and at the Y coordinate of -1.908 .

### 3.3.2. Backward Robot Motion Testing

In testing the backward motion, the robot is programmed to move backwards following the Y axis and can stop according to the specified target position. For the robot, markers are attached to the frame to mark the robot's navigational movements. This test uses an external rotary encoder sensor to calculate the distance traveled from the initial position to the target position, as shown in Figure 16, and the recap results of backward motion testing are shown in Table 9.

( $0, \mathrm{Y}$ )
Figure 16. Illustration of backward robot motion
Table 9. Recap results of backward motion testing

| No | Target coordinates $(\mathbf{c m})$ |  | Actual coordinates (cm) |  | Error (cm) |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | $\mathbf{X}$ | $\mathbf{Y}$ | $\mathbf{X}$ | $\mathbf{Y}$ | $\mathbf{X}$ | $\mathbf{Y}$ |
| 1 | 0 | 100 | -0.09 | 102.40 | -0.09 | 2.40 |
| 2 | 0 | 100 | 0.20 | 103.44 | 0.20 | 3.44 |
| 3 | 0 | 100 | 0.80 | 103.30 | 0.80 | 3.30 |
| 4 | 0 | 100 | 0.05 | 101.74 | 0.05 | 1.74 |
| 5 | 0 | 100 | 0.245 | 102.68 | 0.245 | 2.68 |
| Average |  |  |  |  |  | 0.241 |

The average error results obtained in the forward robot motion test are quite good, namely at the X coordinate point of 0.241 cm and at the Y coordinate of 2.712 cm .

### 3.4. Analysis of Testing

In testing the rotary encoder sensor on the wheel, the result is that this sensor can read the pulse value obtained in each rotation. Then from simple robot motion testing, namely forward and backward robot motion, the difference between the coordinates of the target to the actual target is still quite high on the X axis. In the

[^5]PID tuning test which was carried out five times with different $P$ constant values, the best results were obtained at fourth try. The fourth PID tuning experiment has resulted in a fast response and each motor can move stably. In the results of the robot motion test there are errors that are not recognized by the readings from the internal rotary encoder so that there is a difference in the actual distance to the target.

## 4. CONCLUSION

From the tests that have been carried out on the Research Development of Robot Messenger Robot 1 Motion at the 2019 ABU Indonesia Robot Contest Using the Odometry Method, it can be concluded that, the first is the result of testing the rotational speed of a dc motor configured using a rotary encoder sensor can reach the specified setpoint, where in five trials with a setpoint of 40 . The best response was obtained in the fourth experiment which resulted in a responsive and adaptive system with the fastest rise time value, the smallest overshoot value and a steady state error value close to the setpoint value and no oscillations occurred in the system. With a proportional constant value of 1.7 , an integral constant value of 0.085 and a derivative constant value of 0.1 . Second, the results of testing the odometry method using the rotary encoder sensor for simple motion, namely forward motion, obtained an average error at the X coordinate point of -0.58 cm and at the Y coordinate of -3.02 cm , while in backward motion the average the error is at the $X$ coordinate of 0.39 cm and at the $Y$ coordinate of 3.03 cm . Based on these results it can be concluded that the robot can move literally with a fairly good level of accuracy.
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